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**Objective**

The beauty and skincare industry is rapidly changing, driven by new consumer demands, digital influence, and the desire for ethical, personalized products. This tutorial uses two Kaggle datasets, Most Used Beauty & Cosmetics Products in the World and Sephora Products and Skincare Reviews, to analyze these trends. The datasets provide product details, brand attributes, user ratings, ingredients, pricing, and demographics. Hive QL will be used to clean, merge, and analyze data, addressing product popularity, ingredient satisfaction correlation, and the impact of brand and price on purchases.

**Introduction**

In this tutorial you will use HiveQL to analyze skincare products, and what is popular and the possible reasons for popularity.

* Download multiple csv files
* Assemble data using Python
* Upload csv files
* Wrangle the data
* Rename Columns
* Drop Columns
* Normalize Values
* Export Data
* Create Visualizations in Python

**Prerequisites**

You can utilize a Python IDE such as JupyterLab to run the code for assembling the data with the latest Python 3 kernel installed. You can run JupyterLab from a GUI such as Anaconda Navigator.

* Anaconda Navigator Download: <https://www.anaconda.com/download>
* Python 3 Kernel: <https://www.python.org/downloads/>

**Download data**

Download the data from the following links to your local machine.

* Sephora Products and Skincare Reviews: <https://www.kaggle.com/datasets/nadyinky/sephora-products-and-skincare-reviews>
* Top Beauty & Cosmetics Products Worldwide 2024: <https://www.kaggle.com/datasets/waqi786/most-used-beauty-cosmetics-products-in-the-world>

**Assemble data using Python**

* Note: You can also download the ipnyb file directly from JupyterLab.
  + <https://github.com/yochris723/CIS5200_Project/blob/affa331555cf8a772e4066360d22bc803fe7b5e5/Code/Table%20Assembly.py>
* Sephora Products and Skincare Reviews
  + A zip file will be provided upon download: Sephora Products and Skincare Reviews.zip
  + Extract the following files
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  + ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAqAAAABnCAIAAABQLGe3AAAAAXNSR0IArs4c6QAAAAlwSFlzAAASdAAAEnQB3mYfeAAAGUxJREFUeF7tnX9sFdeVx8fbjVp1201XCfvsF6ArZPcPJzHCToOwFQlQ7CWOab2Fhab84ZBYRiAFW2hRQ0yy2sZuskIbYdCCsBwR/wEJBFK0OKY1EURK+FlsFof4j9iLtjXYPIi0G6VadbWqvOfeOz/uvLkzb+a9ec/z5n1HFrw3c+fecz7nzD1zz70zr2xubk6L2PbVV189+OCDERMK4oCAmgDcNfqeARtF30aQMB8E/iwflaJOEAABEAABEACB+SWAAD+//NE6CIAACIAACOSFAAJ8XrCiUhAAARAAARCYXwII8PPLH62DAAiAAAiAQF4IRDHAP/DAA3nRFZWCQB4IwF3zADXkKmGjkIGiuiIhUBbBVfRFgg5iggAIgAAIgEB0CURxBB9dWpAMBEAABEAABIqEAAJ8kRgKYoIACIAACIBAEAII8EFooSwIgAAIgAAIFAkBBPgiMRTEBAEQAAEQAIEgBBDgg9BCWRAAARAAARAoEgII8EViKIgJAiAAAiAAAkEIlF24OhakPMqCAAgUDYEyTcv6t6ToXO/NT80ZK8nUSMDjfmQKWKVr8ULrFobcYfFx092t/nlhJYTxaDojjbRzM5YPw0Th1oHn4MPlidpAwEZgZmYmmUwCCgiESwB+FS7PqNUWln2Roo+aZbOU5+rVq6tXr6Z/szwfp4EACIAACMSLAAJ8HOxJcf2dd945d+4c/YsYHweLQgcQAAEQyJkAAnzOCOe7AhHdDxw4QILQv4jx820QtA8CIAACkSCAAB8JM2QthBzdRSWI8VnDxIkgAAIgECcCCPDFbc0rV66Isbu80R7aX9yKQXoQAAEQAIHcCGAVfW78cDYIeBIIazUsMIOATAB+FW9/CMu+GMHH20+gHQiAAAiAQIkSyGkEf/bs2Y8++ujLL7/0gLd48eLGxsb6+voSBQy1S5tAWHfipU0R2qcTgF/F2yfCsm/2Af7ChQunTp3atGlTZWWlB+s7d+4MDAw0NTVRmI+3SaAdCDgJhHWhgi0IIEVfOj4QVr+RfYqexu7t7e3e0Z3s8cgjj9BNABUuHdtAUxAAARAAARCYdwLZj+BffPHFvr4+nwp0dna+/fbbPgtf6e/uuZRoe2P7+nLrjNtD+7bOPH26o9pnJSgGAlEg4HYnzp3cIeCKTfDwKFgt+jJkHOGxDvNkylCkZvfhjcujr1VACf0HBX65FRMED/vau470QJmGMPsRfEBbBC2eGjzw8e2gJ6E8CBQJgeUdvacPs7/dKzSN4jr/jOheJNaLuJj3T7zWvfVkYrdwKvp7SbtQ2r8pxi+3+NziLFnXJSx7cJ02uGvfibuuDhnRAL9kXeOq6bN7hu5H/EqCeCAAAiAQKQK3h94d1BoPyvGsduOO2kjJCGHCIbCw5bm2RalPrrkGyoim6I8mu/qS59bu18zMki0bc/fjzl1nbwlEixoP/mLlQv6RchdHk5ueunpkcJp9XfVS746kWdKWn5HyVxlSHOHYAbWUKoGMqVSWcNP0zLz8mYAxL71aQ+59hzl2107tXT3pKvm8XkxPxsKZS8XP3P1q4q3NRzTq+lwiui11L00J+ew8eTGlK1LaYO/vWzdp+4+c1/TOVt3Njh1bu3+c28lwV+ce4fwqr7YS1Isadz853qOct3VUKMTua1mgWYcMVzEgRCooeKfodV2YBgz7J0929T3xuTImanPZbi+88MLXvjcq7L+dy4de2X76HpWnDy2HPhcnTp/ukz6/9/6s2H3v/VetMqz8833iECv//Cstr56fdhRjh/T9c3Oj77U8/95l/8KhJAgEIUBPkXgXl52ceaPpmdy3/2WUnc0dW78o0nwezhzEGvEp6+pXnh0a7xXN7i6bztPdFVlt2181e2beAzu72dnz240uem70POurnXtE763qolnrtv1W52+ZVlWhGVNkD5Bbidp15NFv2HXRe4np06qYOHs+oil6cXO1/EeNSy595JxgWNiy0Vh/t2B9a412+541W7/iaXFoYcvTq2gQ3yoG93KxieMntbZt+qBfq13dtmi8xCeoSmXUE309ax9fNT1+Wcyo3f38k+maBnMctmITG38IZ95mXhdw5ugbNToScm95w5yKFo70mfVS68ydJ9dF7Yr80JOrjZ7ZwzMTi8Tq6dqVRuG0PW7nTlygxddW172RrV9Rb84mHOXufrzHCgTFeh1d6d87yHsJt5gY6QCvla/cSYsIVKvtKJ2ydnM3+9OzPbr9liRFJyi2xOKkw65jn53XUoO7+LnsjwBF5wqEJCVOoLphhT6jdvva+K0Vj5srn22OXf7X3xec4Mwl7i+B1GfeYkQ+cSJzpNS0sUQrc+fJT1K7Ij/0fbP7dfPM8kefWjTes7n7LXPRn3OP27l37/3OLv8jyYQCgLNCRaH7Jw6c1dY9p99hFNt1dOvkXhG/em5biy0UMbH80WgHeDEQT19tR5NM3WxuUl8gWhPIyXlhmiIy1pfyD1iBEpwhzsgLgeVP1Ny6+vlt7f7lq6lVT/h5KBTOnBdDFGulycQSKWbPqxZKz1yw/he9p99o/N1+ik/HePLAuceli55J6euuMmilrNB2jliHuFNPiYlDxXQdmavoT+vrz9xi4oKoB3hNq97xUs2tk+cumwZi93E1u42FdbdnzGc9/TlzhC4AfwKjVEkREFn6MXt+XtNuzUgLZc2hGJy5pHzDj7Js/Joa/LcJRVmntzjGxH5aULti2pnenlm+su9wF82NHjWfk5L3uJ3r2H/Ho/N3NmFKOHZsqzxLS/uL/Tpyj4nRD/A0VUNzLeOD1ksbyCBGWonNowQM8OUrf7aCUvTi5pG2+yf68cC9n+saZQpDgGfpT9ny86zhS0eMrObEW/vHl6xbzbL3cObC2KSYWqHx66ZVl46sfU3q1saOMedxegtLU3NHCrQpXTGtBjfPFJIYG0vpO/e4nSv2mzO2Y8cUr4qimp0V2mQTl4+RnBeH4nAdqWLi2LHsA/zDDz88NTXlxzFoQeCiRYv8lHQrw1bbmcfExLyYRD+g7XwpcIqeXnpAdww0DyTm4D9JPiqessMGAlEgQN6uTWttP7Ll55es27T4lPDYI+etVU4anDkKJouYDNU7aHysnd2qd3Hda08lNvDVmuQtB9elrK6PHq+ypal96eHmimknqz0zmeDJed7xPtnF5kade7icyi56eYek17XHD65TzcGrKjRlu9JPT/Fp5hw2k6SfZTuK+zpyi4nJRPbPwY+MjNCvydELaxcu9IqPk5OTR48ebW1tbWho8OU+KAQCMSKQ8Tl4ha70qO6phPl2BypgPcUbIzJQJRcC2fhVLu0Z58IVw6CYuY6w7Jt9gCcZP/30U/oVmelpr2XoDz30EP2OHH5KLrNJUSKOBIJfqMabK6ShFXrVOLpGTjoF96ucmpNGwMYbY8KpD7WoCYRl35wCPIwDAiDgTSDQhaq/pcvxkzMI8HCzNAKB/CpEenDFEGF6VBWWfRHgC2MvtFKiBMK6UEsUH9R2IQC/irdrhGXf7BfZxZsvtAMBEAABEACBoiaAAF/U5oPwIAACIAACIKAmgAAPzwABEAABEACBGBJAgI+hUaESCIAACIAACCDAwwdAAARAAARAIIYEEOBjaFSoBAIgAAIgAAJ4TA4+AAIgAAIgAAIxJIARfAyNCpVAAARAAARAAAEePgACIAACIAACMSSAAB9Do0IlEAABEAABEECAhw+AAAiAAAiAQAwJIMDH0KhQCQRAAARAAAQQ4OEDIAACIAACIBBDAgjwMTQqVAIBEAABEAABBHj4AAiAAAiAAAjEkAACfAyNCpVAAARAAARAAAEePgACIAACIAACMSSAAB9Do0IlEAABEAABEECAhw+AAAiAAAiAQAwJFOLHZk4cPzY2ds0D3vq/31hb90QM6UIlEAABEAABEJgnAoUI8K+8vPOfXv+lm4L/+OordAgxfp4cAM2CAAiAAAjEk0AkUvStP1l/4v1jY6Neo/x44odWIAACIAACIJAfApEI8MuW1SLG58e+qBUEQAAEQKBECUQiwBN7xPgSdUCoDQIgAAIgkB8C+Z2D3/bBP797/TdKyTcubdz/43+gQ7/64MS/Xx+Ty/zyzT35URa1ggAIgAAIgECpEMhvgP+rV1d7gLz3miL205q7eAf4qb6Gqondc4eeUZI5s6Wsp3ryQmdlqThgtnoSqOb+jmE3jtlWW8jzxge3D4wmW7pfbkqkNcuP1LXva6uhA7YvhZRP01Ijb/YOzWiaIYpL60Yx87BSqWxEJ92HKxSARF32djMImU3zYZzDzWdUFFEZw9CzuOqQrKJyVuZZs83i+uObzYrqCyL9HOnyTrtAcrw8lP2GQ2Jd8EKk6LfWr/uv18/9bNmaxd8rpw8vr26LkDNQoGjom4qQQPkXpUhVtov9zKG5uWKO7oaZZ8ZupNJMnhoZnk0mzZ01bfv2SV1N/v3DaCE1cnhIa+k2Wqd+5c2RdFlNaSh0WZvzliV0qalD2947VGG12q5dHw+9lRwrZEIOaJKMFXddAebYFE4PQmD8ummV9oqh3kHJc8jNt5Nn0W1t2iZ7uBX5XVoly/NbdOtKME/vbtHsLQYR3Cw7M3TY/WKUaixEgD948eTNu/9Bcf3Aup9P/3eKvsoq/d2NAyuuvkF/r98aykpVnAQCxUogmUzODP3aHphSN8acvct8KVhRnp5dmC9JbO0a9x5SR1vTlrHXLbTozJLJljXmMFCraXIkawotE9pjBCRnqVlWp42a94bjgzwut9fZOaXuzgYBNz7Yy26N1Q6ZaGqWWwxSr1k22dJS5y/EFyLAk1i7hv910fcSDX+zlD589cc/yEr9NPHDD5ZuW/bdxcNffuatLB/CnelrKBPbljOaRvlu6Zt5urVbL2ccoSr0jQ3b2bfmfu1iV1VaMUsO+7CR1cuaZZu9KrFPateWFpDLTvqwqFWPPbugrl/W1iqvljxNZfbVUEiX3z2fIbdjnuQTtQAW3Hy6NE5LpaUhFLKpDJTGXlSioi0sLaqQAPmwXbAitc0tSat7YeeO/5r6huZaq5q0kTMbFRobH3mwHYPjfOBB//Pz5DLGPn5AlGKbNRhXFhYD5BltdIDXys6jRPPMUK/VSAZFebXm0Mj2zaFCmsweiQLRKDGaqWt2DZZu6nOS4yY/JpxV1BrF+Sxmo6wUOVFeoc3MYswe7JKYh9LJCuM2lqXLcrxRZIP3WdXEm6yY1WKW6i5ta6cQnzY2sOoy/bpAAd5bCxq7/+FPf/Sj6cWuHm2QcrNzk3vr+5vLytqkb0Y/zCa5ux4bZqV4wZvNehdNB5pv7p3ku4c3UHMszTvcodXzfS6T4mqpHFWJ6Fh1fIOofm74sa4qXSA2W2w0O7d7ornroremdL+hq0XCa2Y1rvVPfThhtGorr2wlTeVnWju0m18YMxRTHx6/2LFbPf9vozq5t5rX7h+1EMav+RwYvS2lkE1lICUQN9pU+GbPqerAnuHHi+UyiaW1ydFhK9s2fn00WbvUbdjMJ/OMvHR3S4VR0+zw9Qojl24rs6+7ZXZAj7N6z8Mz6e36HYRb4UTTy3Rqks2+sx6P9Xs0qqHJQ9/TBYmmzXTvIjTTB9y851SqwHaO1bLKmWxpSVMHUmKk1S2zBsa2Aq7q81IzQ8PaZtYIKcduXg5L36RErZ9iqRuzhsRuWdeaNbyVjDcsQZ0G5UMjwIfs7veKUjv8Xle6i1aLwAbvFe1ec1T+W/RWsoZC/OiAPLtglJcvgUIE+Ae/9Z0DP/n5hf+8QX/0gb6akh+7+9v3Ur99dsHj7Y885ctmRvyp7NzdoWm2b3qgOrOnS9s7aYbrys5Buhc4pQ+7tcd+IJavPdOZ8zq2tKp4u4NGrc/sNFo9c6q/Xtp/iO4oMmwdw8YiOyF8D18j4Fa/Vtl5yGiVU7ECdqaGGIfWjovHPxQRnsf3VpfFf3u6LnYMG1QrOztZseCofZpPgdFDFxLDKRuV92drNW3e3IadOTtJZhOwjJ05EU/T717dDR+5thsjjERTkxnkatcY41meAbCygyLOmilII+WuJ4u9C2cW3iphdn9WdoA1rbFBBm9lsxBQqYJcgPKnLCxmO6GeSSOjM+eJUs32bVaaIPdRLNHUZjDnlcmnG1zEfRLNudpyJkG4omx+CBi5LFrD6WPIzuyobyyq2rJisnyjA2zZrDQpo7hA2BxAjkkCvVZ+oUiDA3237RIoRICn2XfKz1Nynv7+8lt/IS+y++J/Ut/9xjeffbhm7Ovf+zFkfXWVVMz+TRygeGr27GJP5Q8eE0Gv8tkNfNgfQsrVWRVrV+T6xValD9Snvrhpl6equt5bU5tWTHhTL1X9/KCVZKYZh2CbFeE94ztp54j9wVH7M5+rmmrNmBgO2XzbWk2bt2TcIAQDGrw0zQLqEZ5N2roOTSk4uo5cralyVsY+cc4SxTz48GQBDUOkZLR74aBqyEuQzPELC3zUojRGUqrAdorsv9hUS5x8yuOhPq/Bnhp1TZT6LGYl+K2F8g5BRXBgCdVe18DgUzsUC40AX7pK22btsDxflbl+NnCWJu3tJ9S1uy6hsy6Q7oph+SLM3KRrCXELnbbazn4JFCLAU1yn5+U+m52iP/pAX02Jf1r+w6//9L+No2995xvfzEFRn6dWdl7Qc/Y5R3llVfTUlm1jA97JiQwZeZ+ys2Kq+vlaAGlqIGN+IL09I8J7xfcAMupFc0GtVDOoCLkIELStXMvTnTgf6VJ819S3/7m2IM7noYbn7EPqYDKLlahgjwP4mHG0rcLPMA/AKlWNlzOLE2IJNgSUphXSVmU5GqKAwmYFnOOtEEVCVcEJ0DXhOZmtqFH4tMvG6/MY4/PL0Jq8Ci6w/Qye//NaUJ/fAP/csr9104BedEOHqr6d+NXSbWfrdlCK/tKTu3JVl9VIA2R7kjptDM16fjaDLxLfwba0aC1X5WxXVO3YnzHiX5yQ1uGZo2S3+pl2VpaZfVNuHq2KCH/GIz+vopon1G5qetjJ4xQftlbTDuYWOZfmY+vrg5TJdp9+Zz2Dj8DmLMNWAEtjen12nYeajIVz1IzNvVfwQY0xylCq4EcvWRKGy2WBUb41MsVgVOvMuVZfq6yx5i5Hd4rI6alZ76dcatr4Ao8MKy/Cej6FZRToYrhhwrFfAvkN8DTjTg++b/2/OnqnTdqfeI1d+BubhqYcr7TKu43mxnfyKeMtcnLeSsDa+vg0iSh6XOzaI2bwz2wxE+DOqpztbuF3EGJ/m3E3IdXhqnt/s7VSv5km8LnwbvWzWowbmqm+NmsFn4vkolWbyjzC97jPvztbn+rrIyRZoM5oby8108Q26ko7RcjmZmunAEraacXYFAhfz+/8kFEjXwV4LnvUa3kdq0bcrptP7aZGRpxPfqeV0de38VnB8UF5RQ7rYDwKK8UOtiRcLK1bUyMnEpUqOMUY9H7G1xgmyX2o0C6oRr6s41bIyCIwRVV9PmXwJeJsfYVYG8gy+1x054ec5MHJPgmMj0irWmmVncu0uVlbasR0SP6Ae6byelrA9ny9JRp3F4+ZOJ9KmMX4arsh0wPtl8CfB60t+uVpxfVkdQPNhgtRaY28vmatqvqmsZftFKvJ2Gq4quYymsZVvhWNxoDDE2XsOMuQ05L8qgl2lqoqandY04uKdjtFC4cm9zZUVZV1sS9SHW4k6/cOV/fQ83v8OEllrttT1s/W4R3Xa6cmhzuqekTFLpKrVCYGPVXH9w6q19eJ6uza6coFQ+3PddwwelhKJZvK1ioB3Gj7Eza8UuxxXG1ZpsekKdHbrm0f2C5ejUaL2pucErBkcMWbNKMtDlmvzUpUzBp72U6+QM+1sKJeWtLTy5pWvo6NspLm+9r4m76WXefPAnONWJ8zNHB4ZCnNzitVsO90Ucwmki5473bj5RlMpYAa5WI9dtcy1iuap6bb63qHHdXRkN2GBe+xy4V4iOcmtDG742S67rRZWkChe5o/K7Jh/CxdLvyBOSa67An+qvCvMF9tZ91jyhd1fl9VK0T0/j34NDVi/6pa/2YrXMlSfUFuqepdOM9CSyAAAvNIIL8p+nlULHjT1otRzKXwIay3d5WjwM158Jjq6+mv3/Cs8fr76AgW3IZFQDtEpVAVCIAACHgRKMQI/sTxY2Nj13zaobb2ifUbNvosjGI5EuA/2cInAgK95yfHViNzOkbwkTEFBAEBEAifQCECfPhSo0YQAAEQAAEQAAFPAkjRw0FAAARAAARAIIYEEOBjaFSoBAIgAAIgAAII8PABEAABEAABEIghAQT4GBoVKoEACIAACIAAAjx8AARAAARAAARiSAABPoZGhUogAAIgAAIggAAPHwABEAABEACBGBJAgI+hUaESCIAACIAACCDAwwdAAARAAARAIIYEEOBjaFSoBAIgAAIgAAII8PABEAABEAABEIghAQT4GBoVKoEACIAACIAAAjx8AARAAARAAARiSAABPoZGhUogAAIgAAIggAAPHwABEAABEACBGBJAgI+hUaESCIAACIAACCDAwwdAAARAAARAIIYEEOBjaFSoBAIgAAIgAAII8PABEAABEAABEIghAQT4GBoVKoEACIAACIAAAjx8AARAAARAAARiSAABPoZGhUogAAIgAAIggAAPHwABEAABEACBGBL4f8wdNsM97Up6AAAAAElFTkSuQmCC)
* Assemble
  + Open Jupyterlab and create a new notebook by clicking the “Plus” button on the top left. It will take you to a new screen and you can select a new python notebook. This entire section on the initial assembly is entirely performed in Python.
  + Import the libraries that you will need in JupyterLab in python language.
    - import pandas as pd

import os

import glob

* + Locate the directory of the extracted csv files.
    - directory = '/Users/CLee/OneDrive - Cal State LA/CIS 5200/Project/Sephora Products and Skincare Reviews/Reviews'
    - (Identify your directory, locally on your machine)
  + Initialize an empty list to store DataFrames
    - dataframes = []
  + Reach each CSV file and append to the list
    - for file in csv\_files:

# Read the CSV file into a DataFrame

df = pd.read\_csv(file, low\_memory=False)

# Append the DataFrame to the list

dataframes.append(df)

* + Concatenate all DataFrames into a single DataFrame
    - combined\_df = pd.concat(dataframes, ignore\_index=True)
  + Save the combined DataFrame to a new CSV file
    - combined\_df.to\_csv(os.path.join(directory, 'combined\_sephora\_reviews.csv'), index=False)

print(f"Combined {len(csv\_files)} CSV files into combined\_sephora\_reviews.csv'")

* + Load the CSV files
    - product\_info = pd.read\_csv("/Users/CLee/OneDrive - Cal State LA/CIS 5200/Project/Sephora Products and Skincare Reviews/product\_info.csv")
  + Merge the tables on the key 'product\_id'
    - sephora\_reviews = pd.merge(product\_info, combined\_df, on="product\_id", how="inner")
  + Display the first five rows of the merged table
    - sephora\_reviews.head(5)
  + Save the merged table to a new CSV file
    - sephora\_reviews.to\_csv("/Users/CLee/OneDrive - Cal State LA/CIS 5200/Project/Sephora Products and Skincare Reviews/sephora\_reviews.csv", index=False)
    - (Identify your directory, locally on your machine)
  + Print the schema of the merged table
    - print(sephora\_reviews.dtypes)
  + Load the csv file " Top \_BeautyCosmetics\_Products\_Worldwide2024.csv" and print the schema of it
    - top\_world\_products = pd.read\_csv("/Users/CLee/OneDrive - Cal State LA/CIS 5200/Project/Sephora Products and Skincare Reviews/top\_world\_products.csv")
    - (Identify your directory, locally on your machine)
  + Display the first five rows of the top beauty products table
    - top\_world\_products.head(5)
  + Print the schema of the top beauty products table
    - print(top\_world\_products.dtypes)
  + Drop the column "size""variation\_type"variation\_value""variation\_desc""value\_price\_usd""sale\_price\_usd""limited\_edition""new""online\_only""out\_of\_stock""sephora\_exclusive""highlights""secondary\_category""tertiary\_category""child\_count""child\_max\_price""child\_min\_price""Unnamed: 0""author\_id""rating\_y""helpfulness""submission\_time""review\_text""review\_title""skin\_tone""eye\_color""hair\_color""product\_name\_y""brand\_name\_y""price\_usd\_y"from the sephora\_reviews table
    - sephora\_reviews = sephora\_reviews.drop(columns=["size", "variation\_type", "variation\_value", "variation\_desc", "value\_price\_usd", "sale\_price\_usd", "limited\_edition", "new", "online\_only", "out\_of\_stock", "sephora\_exclusive", "highlights", "secondary\_category", "tertiary\_category", "child\_count", "child\_max\_price", "child\_min\_price", "Unnamed: 0", "author\_id", "rating\_y", "helpfulness", "submission\_time", "review\_text", "review\_title", "skin\_tone", "eye\_color", "hair\_color","product\_name\_y","brand\_name\_y","price\_usd\_y"])
  + Display the first five rows of the sephora\_reviews table
    - sephora\_reviews.head(5)
  + Save the cleaned sephora\_reviews table to a new CSV file
    - sephora\_reviews.to\_csv("/Users/CLee/OneDrive - Cal State LA/CIS 5200/Project/Sephora Products and Skincare Reviews/sephora\_reviews\_cleaned.csv", index=False)
    - (Identify your directory, locally on your machine)
  + Print the schema of the cleaned sephora\_reviews table
    - print(sephora\_reviews.dtypes)
  + Drop the column "Usage\_Frequency" "Product\_Size" "Gender\_Target" "Packaging\_Type" "Cruelty\_Free" from the top\_world\_products table
    - top\_world\_products = top\_world\_products.drop(columns=["Usage\_Frequency", "Product\_Size", "Gender\_Target", "Packaging\_Type", "Cruelty\_Free"])
  + Display the first five rows of the top\_world\_products table
    - top\_world\_products.head(5)
  + Save the cleaned top\_world\_products table to a new CSV file
    - top\_world\_products.to\_csv("/Users/CLee/OneDrive - Cal State LA/CIS 5200/Project/Sephora Products and Skincare Reviews/top\_world\_products\_cleaned.csv", index=False)
    - (Identify your directory, locally on your machine)
  + Print the schema of the cleaned top\_world\_products table
    - print(top\_world\_products.dtypes)
  + You should now have two files produced from your python code.
    - top\_world\_products\_cleaned.csv
    - sephora\_reviews\_cleaned.csv

**Upload Assembled Data**

Below is the process of uploading data into the linux file system and then into the HDFS (Hadoop Distributed File System)

* --load files into linux files system
  + scp sephora\_reviews.csv clee219@144.24.13.0:~
  + scp top\_world\_products.csv clee219@144.24.13.0:~
* --connect to hadoop cluster
  + ssh clee219@144.24.13.0
  + Enter Password
* --check files (linux)
  + ls
* --check folder (hdfs)
  + hdfs dfs -ls
* --check folder (hdfs)
  + hdfs dfs -ls project
* --create a folder in hdfs
  + hdfs dfs -mkdir project
  + hdfs dfs -mkdir project/reviews
  + hdfs dfs -mkdir project/products
* --load the file into hdfs
  + hdfs dfs -put sephora\_reviews.csv project/reviews
  + hdfs dfs -put top\_world\_products.csv project/products
* --check folder (hdfs)
  + hdfs dfs -ls project/reviews
  + hdfs dfs -ls project/products
* --check file specifications (hdfs)
  + hdfs dfs -du -h project/reviews/sephora\_reviews.csv
  + hdfs dfs -du -h project/products/top\_world\_products.csv
* --check file contents (hdfs)
  + hdfs dfs -cat project/reviews/sephora\_reviews.csv | tail -3
  + hdfs dfs -cat project/products/top\_world\_products.csv | tail -3

**Utilize Hive to create tables and wrangle data**

* --connect to hive
  + beeline
* --Create database (Beeline)
  + create database IF NOT EXISTS clee219;
* --Show database (Beeline)
  + show databases;
* --Use database (Beeline)
  + use clee219;
* --drop table (Beeline)
  + DROP TABLE IF EXISTS sephora\_reviews\_source;
* --create a table from the csv file sephora\_reviews.csv (Beeline)
* CREATE EXTERNAL TABLE IF NOT EXISTS sephora\_reviews\_source (

product\_id string,

product\_name\_x string,

brand\_id int,

brand\_name\_x string,

loves\_count int,

rating\_x float,

reviews float,

size string,

variation\_type string,

variation\_value string,

variation\_desc string,

ingredients string,

price\_usd\_x float,

value\_price\_usd float,

sale\_price\_usd float,

limited\_edition int,

new int,

online\_only int,

out\_of\_stock int,

sephora\_exclusive int,

highlights string,

primary\_category string,

secondary\_category string

tertiary\_category string,

child\_count int,

child\_max\_price float,

child\_min\_price float,

Unnamed string,

author\_id string,

rating\_y int,

is\_recommended float,

helpfulness float,

total\_feedback\_count int,

total\_neg\_feedback\_count int,

total\_pos\_feedback\_count int,

submission\_time string,

review\_text string,

review\_title string,

skin\_tone string,

eye\_color string,

skin\_type string,

hair\_color string,

product\_name\_y string,

brand\_name\_y string,

price\_usd\_y float)

ROW FORMAT DELIMITED

FIELDS TERMINATED BY ","

LOCATION "/user/clee219/project/reviews"

TBLPROPERTIES ('skip.header.line.count' = '1');

* --Display the schema of the merged table

DESCRIBE FORMATTED sephora\_reviews\_source;

* --check table (Beeline)

select \* from sephora\_reviews\_source LIMIT 3;

**Normalize Values**

* --drop table (Beeline)
  + DROP TABLE IF EXISTS sephora\_reviews\_normalize;
* -- Normalize strings for all the string columns in the sephora\_reviews table
  + CREATE TABLE sephora\_reviews\_normalize AS

SELECT

LOWER(TRIM(product\_id)) AS product\_id,

LOWER(TRIM(product\_name\_x)) AS product\_name\_x,

LOWER(TRIM(brand\_name\_x)) AS brand\_name\_x,

LOWER(TRIM(size)) AS size,

LOWER(TRIM(variation\_type)) AS variation\_type,

LOWER(TRIM(variation\_value)) AS variation\_value,

LOWER(TRIM(variation\_desc)) AS variation\_desc,

LOWER(TRIM(ingredients)) AS ingredients,

LOWER(TRIM(highlights)) AS highlights,

LOWER(TRIM(primary\_category)) AS primary\_category,

LOWER(TRIM(secondary\_category)) AS secondary\_category,

LOWER(TRIM(tertiary\_category)) AS tertiary\_category,

LOWER(TRIM(submission\_time)) AS submission\_time,

LOWER(TRIM(review\_text)) AS review\_text,

LOWER(TRIM(review\_title)) AS review\_title,

LOWER(TRIM(skin\_tone)) AS skin\_tone,

LOWER(TRIM(eye\_color)) AS eye\_color,

LOWER(TRIM(skin\_type)) AS skin\_type,

LOWER(TRIM(hair\_color)) AS hair\_color,

LOWER(TRIM(product\_name\_y)) AS product\_name\_y,

LOWER(TRIM(brand\_name\_y)) AS brand\_name\_y,

brand\_id,

loves\_count,

rating\_x,

price\_usd\_x,

is\_recommended,

total\_feedback\_count,

total\_neg\_feedback\_count,

total\_pos\_feedback\_count,

reviews

FROM sephora\_reviews\_source;

* --Display the schema of the merged table
  + DESCRIBE FORMATTED sephora\_reviews\_normalize;
* --Display the first five rows of the normalized sephora\_reviews table
  + SELECT \* FROM sephora\_reviews\_normalize LIMIT 5;
* --drop table (Beeline)
  + DROP TABLE IF EXISTS top\_world\_products\_source;
* --create a table from the csv file top\_world\_products.csv (Beeline)
  + CREATE EXTERNAL TABLE IF NOT EXISTS top\_world\_products\_source (

Product\_Name string,

Brand string,

Category string,

Usage\_Frequency string,

Price\_USD float,

Rating float,

Number\_of\_Reviews int,

Product\_Size string,

Skin\_Type string,

Gender\_Target string,

Packaging\_Type string,

Main\_Ingredient string,

Cruelty\_Free boolean,

Country\_of\_Origin string)

ROW FORMAT DELIMITED

FIELDS TERMINATED BY ","

LOCATION "/user/clee219/project/products"

TBLPROPERTIES ('skip.header.line.count' = '1');

* --Display the schema of the merged table
  + DESCRIBE FORMATTED top\_world\_products\_source;
* --check table (Beeline)
  + select \* from top\_world\_products\_source LIMIT 3;
* --drop table (Beeline)
  + DROP TABLE IF EXISTS top\_world\_products\_normalize;
* --Normalize strings for all the string columns in the top\_world\_products table
  + CREATE TABLE top\_world\_products\_normalize AS

SELECT

LOWER(TRIM(Product\_Name)) AS Product\_Name,

LOWER(TRIM(Brand)) AS Brand,

LOWER(TRIM(Category)) AS Category,

LOWER(TRIM(Usage\_Frequency)) AS Usage\_Frequency,

LOWER(TRIM(Product\_Size)) AS Product\_Size,

LOWER(TRIM(Skin\_Type)) AS Skin\_Type,

LOWER(TRIM(Gender\_Target)) AS Gender\_Target,

LOWER(TRIM(Packaging\_Type)) AS Packaging\_Type,

LOWER(TRIM(Main\_Ingredient)) AS Main\_Ingredient,

LOWER(TRIM(Country\_of\_Origin)) AS Country\_of\_Origin,

Price\_USD,

Rating,

Number\_of\_Reviews,

Cruelty\_Free

FROM top\_world\_products\_source;

* --Display the schema of the merged table
  + DESCRIBE FORMATTED top\_world\_products\_normalize;
* --Display the first five rows of the normalized top\_world\_products table
  + SELECT \* FROM top\_world\_products\_normalize LIMIT 5; **Drop Columns**
* --drop table (Beeline)
  + DROP TABLE IF EXISTS sephora\_reviews\_clean;

**Drop Columns**

* -- Create a new table with selected columns from sephora\_reviews
  + CREATE TABLE sephora\_reviews\_clean AS

SELECT

product\_id,

product\_name\_x,

brand\_id,

brand\_name\_x,

loves\_count,

rating\_x,

reviews,

ingredients,

price\_usd\_x,

primary\_category,

is\_recommended,

total\_feedback\_count,

total\_neg\_feedback\_count,

total\_pos\_feedback\_count,

skin\_type

FROM sephora\_reviews\_normalize;

* -- Display the first five rows of the cleaned sephora\_reviews table
  + SELECT \* FROM sephora\_reviews\_clean LIMIT 5;
* -- Print the schema of the cleaned sephora\_reviews table
  + DESCRIBE FORMATTED sephora\_reviews\_clean;
* --drop table (Beeline)
  + DROP TABLE IF EXISTS top\_world\_products\_clean;
* -- Create a new table with selected columns from top\_world\_products
  + CREATE TABLE top\_world\_products\_clean AS

SELECT

Product\_Name,

Brand,

Category,

Usage\_Frequency,

Product\_Size,

Skin\_Type,

Gender\_Target,

Packaging\_Type,

Country\_of\_Origin,

Price\_USD,

Rating,

Number\_of\_Reviews,

Main\_Ingredient,

Cruelty\_Free

FROM top\_world\_products\_normalize;

* -- Display the first five rows of the cleaned top\_world\_products table
  + SELECT \* FROM top\_world\_products\_clean LIMIT 5;
* -- Print the schema of the cleaned top\_world\_products table
  + DESCRIBE FORMATTED top\_world\_products\_clean;

Data Cleaning

* --Detect the missing values in the sephora\_reviews table
  + SELECT

COUNT(\*) AS total\_rows,

COUNT(product\_id) AS missing\_product\_id,

COUNT(product\_name\_x) AS missing\_product\_name\_x,

COUNT(brand\_id) AS missing\_brand\_id,

COUNT(brand\_name\_x) AS missing\_brand\_name\_x,

COUNT(loves\_count) AS missing\_loves\_count,

COUNT(rating\_x) AS missing\_rating\_x,

COUNT(reviews) AS missing\_reviews,

COUNT(price\_usd\_x) AS missing\_price\_usd\_x,

COUNT(primary\_category) AS missing\_primary\_category,

COUNT(is\_recommended) AS missing\_is\_recommended,

COUNT(total\_feedback\_count) AS missing\_total\_feedback\_count,

COUNT(total\_neg\_feedback\_count) AS missing\_total\_neg\_feedback\_count,

COUNT(total\_pos\_feedback\_count) AS missing\_total\_pos\_feedback\_count,

COUNT(skin\_type) AS missing\_skin\_type

FROM sephora\_reviews\_clean;

* --drop table (Beeline)
  + DROP TABLE IF EXISTS sephora\_reviews\_updated;
* --Fill missing string values with a placeholder
  + CREATE TABLE sephora\_reviews\_updated AS

SELECT

product\_id,

product\_name\_x,

brand\_id,

brand\_name\_x,

loves\_count,

rating\_x,

reviews,

price\_usd\_x,

primary\_category,

COALESCE(ingredients, "Not specified") AS ingredients, -- Replace NULL with "Not specified"

COALESCE(is\_recommended, 0) AS is\_recommended, -- Replace NULL with 0

total\_feedback\_count,

total\_neg\_feedback\_count,

total\_pos\_feedback\_count,

COALESCE(skin\_type, "unknown") AS skin\_type -- Replace NULL with "unknown"

FROM sephora\_reviews\_clean;

* --Calculate the mode for skin\_type
  + SELECT skin\_type

FROM sephora\_reviews\_updated

GROUP BY skin\_type

ORDER BY COUNT(\*) DESC

LIMIT 1;

* --Drop table
  + DROP TABLE sephora\_reviews\_filled;
* --Fill missing skin\_type values with the mode
  + CREATE TABLE sephora\_reviews\_filled AS

SELECT

product\_id,

product\_name\_x,

brand\_id,

brand\_name\_x,

loves\_count,

rating\_x,

reviews,

price\_usd\_x,

primary\_category,

ingredients,

COALESCE(skin\_type, "normal") AS skin\_type, -- Replace NULL with the mode

is\_recommended,

total\_feedback\_count,

total\_neg\_feedback\_count,

total\_pos\_feedback\_count

FROM sephora\_reviews\_updated;

* --Drop table
  + DROP TABLE sephora\_reviews\_filled;
* --Fill missing skin\_type values with the mode
  + CREATE TABLE sephora\_reviews\_filled AS

SELECT

product\_id,

product\_name\_x,

brand\_id,

brand\_name\_x,

loves\_count,

rating\_x,

reviews,

price\_usd\_x,

primary\_category,

ingredients,

COALESCE(skin\_type,

(SELECT skin\_type

FROM sephora\_reviews\_updated

GROUP BY skin\_type

ORDER BY COUNT(\*) DESC

LIMIT 1)) AS skin\_type, -- Dynamically replace NULL with the mode

is\_recommended,

total\_feedback\_count,

total\_neg\_feedback\_count,

total\_pos\_feedback\_count

FROM sephora\_reviews\_updated;

* --Detect the missing values in the top\_world\_products table
  + SELECT

COUNT(\*) AS total\_rows,

SUM(CASE WHEN Product\_Name IS NULL THEN 1 ELSE 0 END) AS missing\_Product\_Name,

SUM(CASE WHEN Brand IS NULL THEN 1 ELSE 0 END) AS missing\_Brand,

SUM(CASE WHEN Category IS NULL THEN 1 ELSE 0 END) AS missing\_Category,

SUM(CASE WHEN Usage\_Frequency IS NULL THEN 1 ELSE 0 END) AS missing\_Usage\_Frequency,

SUM(CASE WHEN Price\_USD IS NULL THEN 1 ELSE 0 END) AS missing\_Price\_USD,

SUM(CASE WHEN Rating IS NULL THEN 1 ELSE 0 END) AS missing\_Rating,

SUM(CASE WHEN Number\_of\_Reviews IS NULL THEN 1 ELSE 0 END) AS missing\_Number\_of\_Reviews,

SUM(CASE WHEN Product\_Size IS NULL THEN 1 ELSE 0 END) AS missing\_Product\_Size,

SUM(CASE WHEN Skin\_Type IS NULL THEN 1 ELSE 0 END) AS missing\_Skin\_Type,

SUM(CASE WHEN Gender\_Target IS NULL THEN 1 ELSE 0 END) AS missing\_Gender\_Target,

SUM(CASE WHEN Packaging\_Type IS NULL THEN 1 ELSE 0 END) AS missing\_Packaging\_Type,

SUM(CASE WHEN Main\_Ingredient IS NULL THEN 1 ELSE 0 END) AS missing\_Main\_Ingredient,

SUM(CASE WHEN Cruelty\_Free IS NULL THEN 1 ELSE 0 END) AS missing\_Cruelty\_Free,

SUM(CASE WHEN Country\_of\_Origin IS NULL THEN 1 ELSE 0 END) AS missing\_Country\_of\_Origin

FROM top\_world\_products\_clean;

**Rename Columns**

* --drop table (Beeline)
  + DROP TABLE IF EXISTS sephora\_reviews\_renamed
* --Rename the column names in the sephora\_reviews table
  + CREATE TABLE sephora\_reviews\_renamed AS

SELECT

product\_id AS Product\_ID,

product\_name\_x AS Product\_Name,

brand\_id AS Brand\_ID,

brand\_name\_x AS Brand\_Name,

loves\_count AS Loves,

rating\_x AS Rating,

ingredients AS Ingredients,

price\_usd\_x AS Price\_USD,

primary\_category AS Category,

is\_recommended AS Is\_Recommended,

total\_feedback\_count AS Feedback,

total\_neg\_feedback\_count AS Neg\_Feedback,

total\_pos\_feedback\_count AS Pos\_Feedback,

skin\_type AS Skin\_Type,

reviews AS Reviews

FROM sephora\_reviews\_filled;

* --Display the first five rows of the renamed sephora\_reviews table
  + SELECT \* FROM sephora\_reviews\_renamed LIMIT 5;
* --Print the schema of the renamed sephora\_reviews table
  + DESCRIBE FORMATTED sephora\_reviews\_renamed;
* --drop table (Beeline)
  + DROP TABLE IF EXISTS top\_world\_products\_renamed;
* Rename the column names in the top\_world\_products table
  + CREATE TABLE top\_world\_products\_renamed AS

SELECT

Product\_Name,

Brand AS Brand\_Name,

Category,

Price\_USD,

Rating,

Number\_of\_Reviews AS Reviews,

Skin\_Type,

Main\_Ingredient AS Ingredients,

Country\_of\_Origin

FROM top\_world\_products\_clean;

* --Display the first five rows of the renamed top\_world\_products table
  + SELECT \* FROM top\_world\_products\_renamed LIMIT 5;
* --Print the schema of the renamed top\_world\_products table
  + DESCRIBE FORMATTED top\_world\_products\_renamed;
* Save and rename the sephora\_reviews table to a new CSV file
  + INSERT OVERWRITE DIRECTORY '/user/clee219/project/sephora\_reviews\_final'

ROW FORMAT DELIMITED

FIELDS TERMINATED BY ','

SELECT \* FROM sephora\_reviews\_renamed;

* Save the top\_world\_products table to an HDFS directory
  + INSERT OVERWRITE DIRECTORY '/user/clee219/project/top\_world\_products\_final'

ROW FORMAT DELIMITED

FIELDS TERMINATED BY ','

SELECT \* FROM top\_world\_products\_renamed;

**Statistical Analysis**

* --Summary statistics in sephora\_reviews table
  + SELECT

MIN(Price\_USD) AS min\_price,

MAX(Price\_USD) AS max\_price,

AVG(Price\_USD) AS avg\_price,

MIN(Rating) AS min\_rating,

MAX(Rating) AS max\_rating,

AVG(Rating) AS avg\_rating,

MIN(Reviews) AS min\_reviews,

MAX(Reviews) AS max\_reviews,

AVG(Reviews) AS avg\_reviews

FROM sephora\_reviews\_renamed;

* --Summary statistics in top\_world\_products table
  + SELECT

MIN(Price\_USD) AS min\_price,

MAX(Price\_USD) AS max\_price,

AVG(Price\_USD) AS avg\_price,

MIN(Rating) AS min\_rating,

MAX(Rating) AS max\_rating,

AVG(Rating) AS avg\_rating,

MIN(Reviews) AS min\_reviews,

MAX(Reviews) AS max\_reviews,

AVG(Reviews) AS avg\_reviews

FROM top\_world\_products\_renamed;

* --Individual stats in sephora\_reviews table
  + SELECT

AVG(Price\_USD) AS price\_mean,

PERCENTILE\_APPROX(CAST(Price\_USD AS DOUBLE), 0.5) AS price\_median, -- Use PERCENTILE\_APPROX

STDDEV(Price\_USD) AS price\_std,

MIN(Rating) AS rating\_min,

MAX(Rating) AS rating\_max,

SUM(Reviews) AS review\_sum,

AVG(Reviews) AS review\_mean

FROM sephora\_reviews\_renamed;

* --Individual stats in top\_world\_products table
  + SELECT

AVG(Price\_USD) AS price\_mean,

PERCENTILE\_APPROX(CAST(Price\_USD AS DOUBLE), 0.5) AS price\_median, -- Use the correct column name

STDDEV(Price\_USD) AS price\_std,

MIN(Rating) AS rating\_min,

MAX(Rating) AS rating\_max,

SUM(Reviews) AS review\_sum,

AVG(Reviews) AS review\_mean

FROM top\_world\_products\_renamed;

**Download Files**

* --check for files and directories (hadoop)
  + hdfs dfs -ls /user/clee219/project
* --copy files to local (hadoop)
  + hdfs dfs -get /user/clee219/project/sephora\_reviews\_final/00000\*\_0 sephora\_reviews\_final.csv

hdfs dfs -get /user/clee219/project/top\_world\_products\_final/00000\*\_0 top\_world\_products\_final.csv

* --check local files (linux)
  + ls
* --check file (linux)
  + cat sephora\_reviews\_final.csv | tail -n 2

cat top\_world\_products\_final.csv | tail -n 2

* --if it exists remove the file (linux)
  + rm sephora\_reviews\_final.csv

rm top\_world\_products\_final.csv

* --download file (linux)
  + scp clee219@144.24.13.0:~/sephora\_reviews\_final.csv .

scp clee219@144.24.13.0:~/top\_world\_products\_final.csv .

**Create Visualizations in Python**

* # load the csv file "sephora\_reviews\_final.csv" as generated by Hive QL and print the schema of it
  + sephora\_reviews = pd.read\_csv("/Users/CLee/OneDrive - Cal State LA/CIS 5200/Project/Sephora Products and Skincare Reviews/sephora\_reviews\_final.csv")
* # Display the first five rows of the sephora\_reviews table
  + sephora\_reviews.head(5)
* # print the schema of the sephora\_reviews table
  + print(sephora\_reviews.dtypes)
* # load the csv file " Top \_BeautyCosmetics\_Products\_Worldwide2024.csv" and print the schema of it
  + top\_world\_products = pd.read\_csv("/Users/CLee/OneDrive - Cal State LA/CIS 5200/Project/Sephora Products and Skincare Reviews/top\_world\_products\_final.csv")
* # Display the first five rows of the top beauty products table
  + top\_world\_products.head(5)
* # print the schema of the top beauty products table
  + print(top\_world\_products.dtypes)
* #Import libraries for visualizations
  + import matplotlib.pyplot as plt

import seaborn as sns

* # 1. Top 10 most popular products from each dataset, categorized the same products, ranking by reviews
* fig, axes = plt.subplots(1, 2, figsize=(15, 6))

sns.barplot(data=sephora\_reviews.groupby("Product\_Name", as\_index=False)["reviews"]

.max()

.sort\_values(by="reviews", ascending=False)

.head(10), x="reviews", y="Product\_Name", ax=axes[0])

axes[0].set\_title("Top 10 Sephora Products by Reviews")

axes[0].set\_xlabel("Reviews")

axes[0].set\_ylabel("Product")

sns.barplot(data=top\_world\_products.sort\_values(by="Reviews", ascending=False).head(10), x="Reviews", y="Product\_Name", ax=axes[1])

axes[1].set\_title("Top 10 Global Products by Reviews")

axes[1].set\_xlabel("Reviews")

axes[1].set\_ylabel("Product")

plt.tight\_layout()

plt.show()

* # 2. Top 10 most popular products from each dataset, categorized the same products, ranking by rating
* fig, axes = plt.subplots(1, 2, figsize=(20, 10))

sns.barplot(data=sephora\_reviews.groupby("Product\_Name", as\_index=False)["Rating"]

.max()

.sort\_values(by="Rating", ascending=False).head(10), x="Rating", y="Product\_Name", ax=axes[0])

axes[0].set\_title("Top 10 Sephora Products by Rating")

axes[0].set\_xlabel("Rating")

axes[0].set\_ylabel("Product")

sns.barplot(data=top\_world\_products.sort\_values(by="Rating", ascending=False).head(10), x="Rating", y="Product\_Name", ax=axes[1])

axes[1].set\_title("Top 10 Global Products by Rating")

axes[1].set\_xlabel("Rating")

axes[1].set\_ylabel("Product")

plt.tight\_layout()

plt.show()

* # 3. Popularity vs Price
* plt.figure(figsize=(10, 6))

sns.scatterplot(data=sephora\_reviews, x="Price\_USD", y="reviews", hue="Rating", palette="viridis", alpha=0.7)

plt.title("Popularity vs Price (Sephora)")

plt.xlabel("Price (USD)")

plt.ylabel("Popularity (Reviews)")

plt.legend(title="Rating", bbox\_to\_anchor=(1.05, 1), loc='upper left')

plt.tight\_layout()

plt.show()

* # 4. Average Rating by Country (top\_world\_products only)
* avg\_rating\_world = top\_world\_products.groupby(["Country\_of\_Origin"])["Rating"].mean().reset\_index()

plt.figure(figsize=(10, 6))

sns.lineplot(data=avg\_rating\_world, x="Country\_of\_Origin", y="Rating", marker="o")

plt.title("Global: Average Rating by Country")

plt.xlabel("Country")

plt.ylabel("Average Rating")

plt.tight\_layout()

plt.show()

* # 5. Average Product Price Across Skin Types (Sephora vs World)
* fig, axes = plt.subplots(1, 2, figsize=(14, 6))

sns.barplot(data=sephora\_reviews, x="Skin\_Type", y="Price\_USD", ax=axes[0])

axes[0].set\_title("Sephora: Average Price by Skin Type")

axes[0].set\_xlabel("Skin Type")

axes[0].set\_ylabel("Average Price (USD)")

sns.barplot(data=top\_world\_products, x="Skin\_Type", y="Price\_USD", ax=axes[1])

axes[1].set\_title("World: Average Price by Skin Type")

axes[1].set\_xlabel("Skin Type")

axes[1].set\_ylabel("Average Price (USD)")

plt.tight\_layout()

plt.show()

* #6 World Products Analysis
* top\_world\_products = pd.read\_csv("/Users/CLee/OneDrive - Cal State LA/CIS 5200/Project/Sephora Products and Skincare Reviews/top\_world\_products\_final.csv")

top\_world\_products.head(5)

top\_ingredients\_world = top\_world\_products.groupby("Ingredients")["Reviews"].sum().sort\_values(ascending=False).head(10)

plt.figure(figsize=(10, 6))

top\_ingredients\_world.plot(kind="bar")

plt.title("Top Global Ingredients by Reviews")

plt.xlabel("Ingredient")

plt.ylabel("Total Reviews")

plt.tight\_layout()

plt.show()